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Abstract. Novel trends in Web services technology challenge the assumptions
made by current standards for process-based service composition. Most RESTful
Web service APIs, which do not rely on the Web service description language
(WSDL), cannot easily be composed using the BPEL language. In this paper we
propose a lightweight BPEL extension to natively support the composition of
RESTful Web services using business processes. We also discuss how to expose
the execution state of a business process so that it can be manipulated through
REST primitives in a controlled way.

1 Introduction

With the goal of attracting a larger user community, more and more service providers
are switching to REST [1] in order to make it easy for clients to consume their Web
service APIs [2–4]. This emerging technology advocates a return to the original de-
sign principles of the World Wide Web [5] to provide for the necessary interoperability
and enable integration between heterogeneous distributed systems. The HTTP standard
protocol thus becomes the basic interaction mechanism to publish existing Web appli-
cations as services by simply replacing HTML payloads with data formatted in “plain
old” XML (POX) [6].

In this context, many of the assumptions made by existing languages for Web ser-
vice composition no longer hold [7]. Since most RESTful Web service APIs do not
use the standard Web service description language (WSDL) to specify their interface
contracts, it is not possible to directly apply existing languages, tools and techniques
that are built upon this standard interface description language. Considering that REST
prescribes the interaction with resources identified by URIs [8], languages that assume
static bindings to a few fixed communication endpoints do not cope well with the dy-
namic and variable set of URIs that make up the interface of a RESTful Web service.
Even the basic message-oriented invocation constructs for sending and receiving data
cannot be consistently applied with the uniform interface principle of a RESTful Web
service. Moreover, in some cases, also the assumption of dealing with XML data [9]
may not apply when accessing resources represented in other, more lightweight, for-
mats such as the JavaScript Object Notation (JSON [10]).

In this paper we argue that process-based composition languages can and should be
applied to compose RESTful Web services in addition to WSDL-based ones. However,
given the differences between the two kinds of services [11, 12], we claim that native
support for composing RESTful Web services is an important requirement for a modern



service composition language. To address this requirement, we show how the Business
Process Execution Language (WS-BPEL [13]) standard can be extended. Also, follow-
ing the recursive nature of software composition (the result of a composition should be
composable [14]), we propose to apply REST principles to the design of the API of a
BPEL engine so that processes themselves (and a view over their execution state) can
be published through a RESTful Web service interface.

The rest of this paper is structured as follows. The motivation for our work is pre-
sented in Section 2. We continue in Section 3 giving some background on RESTful Web
services and outlining the challenges involved in composing this novel kind of services.
In Section 4 we introduce our extensions to the BPEL language with an example loan
application process. The extensions are then specified in Section 5. The relationship be-
tween the resource and the process abstractions is discussed in Section 6. Related work
is outlined in Section 7. We draw our conclusions in Section 8.

2 Motivation

The following quote from the specification of the WS-BPEL 2.0 standard motivated the
research towards the extensions presented in this paper.

The WS-BPEL process model is layered on top of the service model defined
by WSDL 1.1. [. . . ] Both the process and its partners are exposed as WSDL
services [13, Section 3].

In other words, the WS-BPEL and the WSDL languages are tightly coupled. The
partner link type construct, introduced in BPEL to tie together pairs of matching WSDL
port types, forces all external interactions of a process to go through a WSDL interface.
Over time, this strong constraint on the original design of the composition language has
produced a set of extensions (e.g., BPEL-SPE [15] for processes invoking other sub-
processes, BPEL4People [16] for interaction with human operators, or – more recently
– BPEL4JOB [17] with job submission and fault handling extensions to better deal
with the requirements of scientific workflow applications, BPEL-DT [18] to compose
data intensive applications, and BPELlight [19] proposing a complete decoupling of
the two languages in the context of message-oriented interactions). Along the same
direction, in this paper we propose another extension to make BPEL natively support
the composition of RESTful Web services.

Without loss of generality, we will ignore the differences between WSDL 1.1 and
the latest WSDL 2.0 version and assume that WS-BPEL will soon be updated to support
the latter. This is important because – as shown in Figure 1 – the new HTTP binding
introduced in WSDL 2.0 can be used to wrap a RESTful Web service and describe
its interface using the WSDL language [20]. Thus, the problem appears to be already
solved: with this binding, a BPEL process could send and receive messages over the
HTTP protocol without necessarily using the SOAP message format.

From a practical standpoint, however, the approach does not lead to a satisfactory
solution for the following reasons. WSDL 2.0 is not yet widely deployed in the field, es-
pecially to describe existing RESTful Web service APIs, and there is very little evidence
indicating that this will change in the future. Thus, at the moment the burden of going



Fig. 1. Funneling RESTful Web services through a WSDL 2.0 interface in order to invoke them
from a BPEL process

through the procedure of recreating a synthetic WSDL description for the RESTful Web
service interface is shifted from the service provider to the BPEL developer [21]. Every
supplementary artifact introduced in a solution makes it more complex and more ex-
pensive to maintain. The additional WSDL description needs to be updated whenever
changes are made to the corresponding RESTful Web service.

From a theoretical point of view, this approach hides the resource-oriented interac-
tion primitives of REST inside the service-oriented abstractions provided by WSDL. As
we are going to discuss, the invocation of a WSDL operation by means of synchronous
or asynchronous message exchange does not always fully match the semantics of a
“GET”, “PUT”, “POST”, or “DELETE” request performed on a resource URI [11, 22–
24]. Thus, we argue that native support for explicitly controlling the interaction based on
REST primitives would be beneficial to developers trying to apply the BPEL language
to specify how to compose resources, as opposed to WSDL-based services (Figure 2).
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Fig. 2. Direct invocation of RESTful Web services using the BPEL for REST extensions



3 Composing RESTful Web services

The composition of RESTful Web services is typically associated with so-called Web
2.0 Mashups [25, 26], where this emerging technology helps to reduce the complex-
ity and the effort involved in scraping the data out of HTML Web pages [27]. In this
context, a consensus still needs to be reached in terms of how to describe the interface
of such RESTful Web service. As we previously discussed it is not always convenient
to use the HTTP binding of the latest version of the Web service description language
(WSDL 2.0). Whereas the Web application description language (WADL [28]) has been
recently proposed, most APIs still rely on human-oriented documentation. This typi-
cally includes interactive examples that help developers to infer how to use a particular
service. If XML is employed as representation format, an XML Schema description is
often associated with the textual documentation.

This uncertain situation makes it challenging to define a composition language for
REST as it is currently not yet possible to assume that a particular service description
language will be used. Thus, like [19], we choose not rely upon the presence of such
a description language and introduce language constructs for service invocation that
directly map to the underlying interaction mechanisms and patterns [29].

In the rest of this section we give an overview over the design principles followed
by RESTful Web services [1, 6] and discuss how these challenge the BPEL language in
its current form. These principles and challenges have been taken into account during
the design of the corresponding BPEL extensions presented in this paper.

Resource addressing through URI – The interface of a RESTful Web service con-
sists of a set of resources, identified by URIs. From the client perspective, the inter-
action with a RESTful Web service requires to interact with a dynamic and variable
set of URIs, which are not necessarily known nor identifiable in advance. From the
service provider viewpoint, it should be possible to use languages such as BPEL
to manage the lifecycle of arbitrary resources and to implement the state transition
logic of composite resources [30].

Uniform interface – The set of operations available for a given resource is fixed by
design to the same four methods: PUT, GET, POST, and DELETE. These CRUD-
like operations apply to all resources with similar semantics. POST creates a new
resource under the given URI; GET retrieves the representation of the current state
of a resource; PUT updates the state of a resource (and may also initialize the state
of a new resource if none was previously found at the given URI); DELETE frees
the state associated with a resource and invalidates the corresponding URI. Each
of these methods (or verbs) is invoked on a resource using a synchronous HTTP
request-response interaction round. Thus, there is no need for the asynchronous
(one-way) message exchange patterns supported by BPEL/WSDL. Also, since the
set of operations is fixed to the four methods, there is no apparent need to explicit
enumerate them using an interface description language.

Self-descriptive messages – Thanks to meta-data, clients can negotiate with service
providers the actual representation format of a resource. Thus, it is not always pos-
sible to statically assign a fixed data type to the payload of an HTTP response. Also,
since RESTful Web services may not always exchange XML data, BPEL variables



need to accomodate a larger set of possible data representation formats. Addition-
ally, meta-data is used to perform client and server authentication, access control,
compression, and caching. Thus, from within a BPEL process it should be possi-
ble to access and control this meta-data, in a way similar to how SOAP message
headers are configured.

Hypermedia as the engine of application state – Whereas every interaction is kept
stateless using self-contained request and response messages, stateful interactions
are based on the concept of explicit state transfer. Through hyperlinks, valid fu-
ture states of the interaction can be embedded in the representation of a resource
and discovered interactively by clients. From this principle, it follows that resource
URIs may be dynamically generated by a service. Thus, a mechanism for extract-
ing URIs from response messages is needed together with a construct for dynamic
binding of activities to target resource URIs.

4 Example

Before giving a complete specification of the BPEL for REST extensions, in this section
we informally introduce them within the example process illustrated in Figure 3.

The Loan application process exposes one resource, the loan that represents the
state of a loan application. Clients can initiate a new loan application with a PUT re-
quest on this resource and retrieve the current state of their application with GET. A
DELETE request immediately cancels the application if it is still in progress, otherwise
it triggers the execution of a different loan cancellation process. The lifecycle of a loan
application goes through several stages as specified by the sequence of activities trig-
gered by the PUT request. In particular, the process invokes the RESTful Web services
of two different banks to gather available interest rates and payment deadlines. It will
then wait for the client to make a decision choosing between the two competing of-
fers. Once the client has chosen an offer, the BPEL process will confirm the acceptance
with a POST request that is dynamically bound to a URI provided by the bank service
(indicated with $accept in the Figure) together with the offer.

For clarity, in the following we highlight the BPEL for REST extension activities
in boldface. Also, to enhance the readability of the XML code, we have omitted
namespace declarations and taken some liberty with the syntax of the <assign> ac-
tivity (this simplified syntax is not part of the proposed language extension). Variable
interpolation is indicated by prefixing the name of variables with the $ sign.
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Fig. 3. Loan Application Process Example



<process name="LoanApplication">
<resource uri="loan">
<!-- State variables of the resource -->
<variable name="name"/>
<variable name="amount"/>
<variable name="rate"/>
<variable name="bank"/>
<variable name="start_date"/>
<variable name="end_date"/>

These variable declarations store the state of the loan resource declared within
the LoanApplication BPEL process. Associated with the resource, the process
specifies three request handlers: onPut, onGet, onDelete.

<!-- PUT /loan request handler -->
<onPut>
<if><condition>$request.amount &gt 100000</condition>
<then>
<response code="400">
Requested amount too large

</response>
<exit/>

</then>
<else>
<sequence>
<assign>

name = $request.name;
amount = $request.amount;

start_date = $request.start_date;
</assign>
<response code="201">
Processing loan application

</response>

The PUT request is used to initialize the state of the loan resource. However, if the
requested loan amount is too large, the client will be informed with a response car-
rying the HTTP code 400 (Bad Request) and the resource will be immediately deleted
using the BPEL <exit> activity. Otherwise the state of the resource is initialized from
the BPEL for REST predefined variable called $request which stores the input pay-
load of the HTTP PUT request. After informing the client that the resource could be
created (HTTP response code 201), the onPut request handler continues with the next
step of the loan application process, when two different RESTful Web services are in-
voked to retrieve the available interest rates for the given loan request.

<!-- Get rates from two different bank services -->
<scope>
<variable name="ubs_response"/>
<variable name="cs_response"/>
<variable name="url_accept"/>
<variable name="accept_response"/>
<flow>
<get uri="http://www.ubs.ch/rate?chf=$amount&from=$start_date"

response="ubs_response">
<get uri="http://www.cs.ch/rates?amount=$amount&start=$start_date"

response="cs_response">
</flow>



The two services are invoked in parallel using the BPEL <flow> activity. They are
invoked using a GET request on a URI that is constructed using the current state of the
loan resource. The response of the services are stored in the corresponding variables,
if the invocation is successful.

At this point, the client should decide which loan rate is preferred. To do so, the
process dynamically creates a new resource at the URI loan/choice. A GET on this
new resource will retrieve the current offers (represented in JSON) while a DELETE
request can be used to reject both offers and cancel the entire loan application process.

<!-- Let client choose the preferred bank -->
<while>
<condition>TRUE</condition>
<resource uri="choice">
<onGet>

<!-- Return the rates offered by the banks -->
<response code="200">
<header name="Content-Type">application/json</header>

[ { bank:"cs",
rate:"$cs_response.rate",
end_date:"$cs_response.until" },

{ bank:"ubs",
rate:"$ubs_response.rate",
end_date:"$ubs_response.end" } ]

</response>
</onGet>
<onDelete>

<!-- Reject the offer and cancel the loan application -->
<sequence>
<response code="200"/>
<exit/>

</sequence>
</onDelete>
<onPost>

<!-- Store the client choice and continue -->
<sequence>
<assign>bank = $request.choice;</assign>
<if><condition>bank == "cs"</condition>
<then><assign>rate = $cs_response.rate;

end_date = $cs_response.until;
url_accept = $cs_response.accept</assign></then>

<else><assign>rate = $ubs_response.rate;
end_date = $ubs_response.end;
url_accept = $ubs_response.accept</assign></else>

</if>
<response code="200"/>
<activeBPEL:break/>

</sequence>
</onPost>
</resource>

</while>

To continue the execution of the process, the client must communicate its choice us-
ing a POST request. The process will update the state of the loan resource with the
client decision and the corresponding information from the chosen offer: the rate and
end date of the loan and the URL to use in order to confirm the acceptance of the
offer with the bank.



A successful (code 200) response is then returned to the client and the execution
continues by exiting the <while> loop1. Once the execution exits the scope of the
resource choice declaration, such resource is no longer available to clients. Further
requests to its URI will result in a 404 (Not Found) code being returned by the BPEL
for REST engine. To conclude the onPut request handler, the chosen bank service is
informed by sending the client’s name with a POST request dynamically bound to the
acceptance URL that was returned with the terms of the offer.

<!-- Accept the loan offered by the chosen bank -->
<post uri="$url_accept" request="$name" response="accept_response">

</scope>
</sequence>
</else>
</if>

</onPut>

It is important to point out that once the execution of the <onPut> request handler
is completed, the state of the newly created loan resource is not discarded, but it will
remain available to clients until the corresponding DELETE request is issued. As illus-
trated in the final part of the example, clients can retrieve such state at any time using
a GET request. To cancel the loan application, clients may issue a DELETE request.
However, depending on the state of the loan resource, canceling it may not always be
possible and may require to execute the corresponding loan cancellation business pro-
cess.

<!-- GET /loan request handler -->
<onGet>
<!-- Return the state of the loan application -->
</onGet>

<!-- DELETE /loan request handler -->
<onDelete>
<if> <condition>bank == null</condition>
<then>
<response code="200"/>
<exit/>

</then>
<else>

<!-- Start the loan cancellation process -->
<invoke...>

</else>
</if>

</onDelete>
</resource>
</process>

1 For simplicity, the process calls the <break> activity (a non-standard BPEL extension intro-
duced by the ActiveBPEL engine). However it would also be possible to do so by setting the
appropriate flag to be tested in the loop condition.



5 BPEL for REST extensions

As shown in the previous example, in this paper we propose two kinds of extensions.
First, it should be possible to invoke a RESTful Web service directly from a BPEL
process. Also, we propose a declarative construct to expose parts of the execution state
of a BPEL process as a resource. To do so, we choose the introduce a set of activities,
constructs and handlers that are directly related to the REST uniform interface principle.

5.1 Invoking RESTful Web services

To invoke a RESTful Web service using the HTTP (or HTTPS) protocol from a BPEL
process, we add these four activities: <get>, <post>, <put>, <delete>.

As shown in Figure 4, the four activities use the uri attribute to specify the target
resource address. The URI can be a constant value, but also be computed out of data
currently stored in the process variables. Thus, BPEL for REST supports dynamic bind-
ing to invoke resource URIs that are only known at runtime. The only constraint on the
structure of the URI is that it should target a resource accessible using the HTTP or the
HTTPS protocols.

Following the convention of the existing BPEL <invoke> activity, the data for the
request and response payloads is stored in variables that are referenced from the cor-
responding request and response attributes. In case of <get> and <delete>
activities, there is no request payload as these REST primitives operate on the resource
URI only. For <put> and <delete> the response attribute is optional, as some ser-
vices may return an empty payload with these two methods.

The headers sent with the HTTP request can be controlled using the <header>
child elements of each of the four invocation activities. Also in this case, their values can
be set to constant values but also computed from information stored in BPEL variables.

Similar to standard BPEL <invoke> activities, <get>, <post>, <put>, and
<delete> are equipped to deal with invocation failures. In particular, if an HTTP
code indicating an error (i.e., 4xx or 5xx) is detected, the activity will fail and raise the
corresponding BPEL fault that can be caught by a standard fault handler. As shown
in Figure 4, fault handlers in BPEL for REST can be associated with specific HTTP
status codes. Unless a specific fault handler is specified, all other HTTP codes (e.g.,
like 3xx used to indicate a redirection) will be transparently managed by the BPEL
engine.

<get uri="" response="">
<header name="">*value</header>
<catch code="" faultName=""?>*...</catch>
<catchAll>?...</catchAll>

</get>
<post uri="" request="" response=""> ... </post>
<put uri="" request="" response=""?> ... </put>
<delete uri="" response=""?> ... </delete>

Fig. 4. BPEL for REST extensions to invoke a RESTful Web service



<resource uri="">
<variable>*
<onGet>? ... </onGet>
<onPut>? ... </onPut>
<onDelete>? ... </onDelete>
<onPost isolated="false"?>? ... </onPost>
</resource>

<response code=""?>
<header name="">*value</header>
payload

</response>

Fig. 5. BPEL for REST extensions to declare resources within a process

5.2 Publishing processes as RESTful Web services

To declaratively publish certain sections of a BPEL process as a resource we introduce
the <resource> container element (Figure 5). This construct allows to dynamically
publish resources to clients depending on whether their declarations are reached by the
execution of the BPEL process. Once a process reaches the <resource> element,
the corresponding URI is published and clients may start issuing requests to it. Once
execution leaves the scope where the <resource> is declared, its URI is no longer
visible to clients that instead receive an HTTP code 404 (Not found). Resources that
are declared as top-most elements in a BPEL process never go out of scope and they
are immediately published once the BPEL process is deployed for execution. As shown
in the example, resource declarations can be nested. The URI of nested resources is
computed by concatenating their uri attribute with the usual path (/) separator.

Similar to the BPEL <scope>, a <resource>may contain a set of <variable>
declarations that make up the state of the resource found at a given uri. These state
variables are only visible from within the resource declaration.

Like the BPEL <pick>, the <resource> contains a set of handlers that are
triggered when the process receives the corresponding HTTP request. As opposed to
<pick>, which contains one or more onMessage/onAlarm handlers, the request
handlers found within a <resource> directly stem from the REST uniform interface
principle. They are: <onGet>, <onPost>, <onPut>, <onDelete>. If a request
handler for a given verb is not declared, requests to the resource using such verb will
be answered by the BPEL engine with HTTP code 405 (Method not allowed). At least
one request handler must be included in a resource declaration and a handler for a given
request may appear at most once.

Another difference with <pick> is that there is no limit on the number of times
one such handler may be concurrently activated during the lifetime of the resource it is
attached to. If multiple clients of a BPEL process issue in parallel a GET request on a
resource declared from within the process, the execution of the corresponding onGet
request handler will not be serialized. Since only POST requests are not meant to be



idempotent, the <onPost> handler may be flagged to guarantee proper isolation2 with
respect to the access of the resource state variables. To ensure that GET requests on a
resource are indeed safe, the onGet request handler only has read-only access to the
state variables of the corresponding resource.

The behavior of a request handler can be specified using the normal BPEL struc-
tured activities (i.e., <sequence>, <flow>, etc.). However, control-flow links
across different handlers are not supported.

To access the data sent by clients with the request payload, a pre-defined variable
called $request is available from within the scope of the request handler. Likewise,
a variable called $request headers gives read-only access to the HTTP request
headers.

Results can be sent back to clients using the BPEL for REST <response> ac-
tivity. Its code attribute is used to control the HTTP response status code that is sent
to clients to indicate the success or the failure of the request handler. The response
headers can be set using the same header construct introduced for the invocation of
a RESTful Web service. The payload of the response is embedded within the body of
the element, but could also be precomputed in a variable (i.e., by inlining a reference to
the $variable in the body of the element). Whereas at least one response element
should be found within a request handler, in more complex scenarios it could be useful
to include more than one (e.g., to stream back to clients over the same HTTP connec-
tion multiple data items as they are computed by the BPEL process). In this case, only
the first response element should specify the HTTP code and the headers of the re-
sponse. The connection with the client will be closed after the last response element
is executed. As shown in the onPut request handler of the example, a response does
not need to be placed at the end of the request handler, as the handler execution may
continue even after the response has been sent to the client.

5.3 Minor BPEL extensions and changes

In this section we discuss a few minor extensions and small changes to the semantics of
existing BPEL activities to round off the support for REST in the language.

As shown in the example, the BPEL <exit/> activity – in addition to completing
the execution of the process – has the additional effect of discarding the state of all
resources that were associated with the process. Since nested resources are implicitly
discarded as execution moves out of their declaration scope, exit has only an effect
on the state of the top-level resources, which would remain accessible to clients even
after the normal execution of the process has completed.

Given the absence of a static interface description for RESTful Web services, and
the lack of strong typing constraints on the data to be exchanged, BPEL for REST
is a dynamically typed language. Thus, static typing of <variable> declarations be-
comes optional [13, SA025]. In particular, the attribute messageType – being directly
dependent on WSDL – is not used, while the type or element attributes may still be
used in the presence of an XML schema description for the RESTful Web service.

2 Similar to the BPEL isolated scope [13, Section 12.8]



6 Discussion

In BPEL for REST, the concept of business process is augmented with notion of re-
source. We have introduced the resource declarative construct to specify that at a
certain point of the execution of a process, parts of its state can be published to clients
using a RESTful Web service interface. Thus, it is important to understand what is
the relationship between the state of a BPEL process instance and the state of such
resources.

The lifecycle of typical BPEL process instances begins with the execution of a so-
called start activity, which may be either an instantiating receive or a pick configured
with a createInstance="Yes" attribute. Once a process has been instantiated,
its state consists of the values assigned to its variables together with an “instruction
pointer” indicating which subset of its activities are currently active. During execution,
all messages exchanged are correlated with a particular process instance based on their
content and on the correlation sets declared in the process. Execution of a process in-
stance proceeds until it reaches an exit activity or the process simply runs out of
activities that can be executed. The state of a process instance is typically discarded
once execution has completed.

The lifecycle of resources should follow the REST uniform interface principle. Re-
sources are created (or initialized) with a POST/PUT request. Once a resource has been
created, clients may read its current state using GET requests, update its state using
PUT requests, and discard its state using DELETE requests.

In BPEL for REST, the state of a resource is accessed and manipulated from within
the resource request handlers. A new resource instance is created by initializing the
resource state variables from within the <onPut> or <onPost> request handler. To
let clients identify a specific resource instance, in the simplest case, an HTTP Cookie
can be automatically generated by the BPEL engine handling PUT requests. The en-
gine may intercept responses carrying the HTTP status code 201 (Created) and add the
cookie with a unique identifier. Clients will send the cookie for all future interactions
(e.g., GET, PUT, and DELETE) with the resource URI and the engine will use the
cookie to correlate the requests with the correct state of the resource instance.

As proposed in [31, 30], a cookie-free solution based on URI rewriting that involves
the template-based generation of resource identifiers is also possible. This would work
as follows: given a top-level URI resource (e.g., /loan) corresponding to a process
model, if a POST request is answered with a 201 (Created) status code, the engine
detects this and adds a Location: /loan/i redirection header (where i is a unique
identifier of the newly created instance). Further GET, PUT, and DELETE requests
from clients will have to be directed to the specific resource instance URI /loan/i.
Nested resource URIs are still constructed by concatenating their uri attributes, but
should now also include the resource instance identifier. A GET request to the original
resource URI /loan could be then used to return hyperlink references to all active
process instances managed by the engine.

BPEL for REST distinguishes between two aspects of a resource that can be pub-
lished from a process: its URI and its state stored in the variables declared within the
resource. If a resource is declared as a top-level element of a BPEL process, clients can
interact with its URI as soon as the BPEL code is deployed for execution, no matter



whether a process instance has yet been started. If a resource is declared from within a
local scope of the process, its URI is published only once the execution of a particular
process instance reaches the particular scope. By introducing this distinction between
top-level and local resource declarations, BPEL for REST supports a pure resource-
oriented style of composition, where the result of a BPEL process is a resource that is
accessed through the REST uniform interface and can be instantiated multiple times.
Nevertheless, BPEL processes can also be instantiated using standard compliant start
activities and publish resources during their execution that expose part of their state to
clients also using the REST uniform interface.

All in all, the goal of the BPEL for REST extensions is to follow a declarative
approach to embedding resources within processes so that developers do not have to
worry about correlating requests with resource instances, a feature that should be han-
dled transparently by the engine.

7 Related Work

BPEL for REST builds upon several existing research contributions within the area
of Web service composition languages [32, 33]. Also, from the practical side, ad-hoc
support for invoking RESTful Web services is currently being discussed for some BPEL
engines.

In [30], BPEL is proposed as a suitable language to model the internal state of
the resources published by RESTful Web services. To do so, BPEL scopes are used to
represent different states of a resource and POST requests trigger the transition between
different scopes/states. GET, PUT, and DELETE are mapped to <onMessage> event
handlers that access, update and clear the values of the BPEL variables declared within
the currently active scope. The XPath language embedded in BPEL assign activities
is extended with functions to compute URI addresses. Unlike the extensions presented
in this paper, the resulting “resource-oriented” BPEL does not support the invocation
and the composition of external RESTful Web services, but only the publishing of a
BPEL process as a resource (or, more exactly, the implementation of a resource state
transition logic using BPEL).

BPELlight [19] is an attempt to remove the tight coupling between BPEL and
WSDL by identifying the BPEL activities that are closely dependent on WSDL abstrac-
tions and subsuming them with a generic messaging construct (the <interaction-

Activity>). We take a similar, but less generic, approach, that introduces a specific
set of resource-oriented activities to provide native and direct support for the interaction
with RESTful Web services.

The idea of a RESTful engine API to access the execution state of workflow in-
stances has been described in [34]. In this paper we provide explicit language support
to control which parts of a process becomes exposed through a similar kind of API.

Bite [31] (or the IBM Project Zero assembly flow language) can be seen as a BPEL
with a reduced set of activities specifically targeting the development of composite Web
application workflows. As in BPEL for REST, the language supports the invocation of
RESTful Web services and the corresponding runtime allows to automatically publish
processes as resources. Unlike BPEL for REST, the Bite language does not give a di-



rect representation of the REST interaction primitives, as those are condensed within a
single <invoke> activity, which – as opposed to the one from BPEL – can be directly
applied to a URI. Also, with Bite it is not possible to dynamically declare resources
from within a process, so that clients may access their state under different representa-
tions in compliance with the REST uniform interface principle (e.g., the PUT verb is
not supported). Still, the <receive-reply> activity in Bite can seen as a form of the
combination <resource><onPost> in BPEL for REST, since it makes processes
wait for client POST requests on a particular URI.

Within the Apache Orchestration Director Engine (ODE) project, a wiki-based dis-
cussion regarding RESTful BPEL extension has been recently started3. The proposed
extension overrides the semantics of existing BPEL activities (i.e., <invoke>) to han-
dle the invocation of RESTful Web services. Non-standard attributes are introduced to
store the required metadata and bindings to URIs. The ability of declaring and instan-
tiating resources is provided through extensions of the <onEvent> and <receive>
activities. It is worth noting that this solution does not follow the one based on the
WSDL 2.0 HTTP binding presented in Section 2. In this paper we proposed a different
approach that clearly separates the RESTful activities from the standard ones used to
interact with WSDL-based services.

8 Conclusion

This paper contributes to the ongoing discussion on how to best capture the notion of
stateful resource in Web service composition languages originally based on the con-
cepts of business processes and of message-based service invocation. It focuses on the
research problems that stem from the interaction between two current emerging tech-
nologies: WS-BPEL and RESTful Web services. Given their lack of formally described
interfaces and the possibility of not always using XML messages, RESTful Web ser-
vices are challenging to compose through the WSDL-based invocation abstractions re-
quired by WS-BPEL. The paper presents in detail using the classical “loan application”
example a new extension to the BPEL standard with the goal of providing native support
for the composition of RESTful Web services. The extension turns the notion of “re-
source” and the basic RESTful interaction primitives (GET, POST, PUT, and DELETE)
into first class language constructs. With these, a BPEL process can directly interact
and manipulate the state of external resources and declaratively publish parts of its state
through a RESTful Web service API.
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